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ABSTRACT
Data structures are one of the most fundamental topics taught in computer science courses. Instructors often use diagrams to illustrate the operations that are performed on data structures but there is a lack of computerized teaching tools with domain-specific knowledge that could assist an instructor in sketching and manipulating these data structures. This paper introduces a prototype tool that allows users to quickly sketch and manipulate binary heaps. The tool allows optional captions to be associated with the manipulations of the heaps so that students can use this tool for self-directed study. Eventually we hope to extend this tool to work with many different types of data structures, including arrays, lists, trees, and graphs.
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1. INTRODUCTION
Instructors in Computer Science often present new data structures to students using a combination of pseudo-code and drawings on a whiteboard. As instructors explain the algorithms associated with the data structure, they will rapidly change the drawings to represent changes within the structure. A student attempting to follow the instructor's lecture and take quality notes on the topic may quickly find they are doing neither.

Our research group is designing a data structure sketching tool that aims to change this dynamic. An instructor using this tool can rapidly sketch a data structure, type in any needed values, and use pre-supplied animations to provide a step-by-step demonstration of how the structure is changed as various algorithms are performed on it. Instructors can save their examples and students can later review them or build their own examples and test various algorithms on the newly sketched structures. Captions are provided with each animation step so that the student can understand what is happening, even without having the instructor present. Hastily sketched notes will not be needed as a student can reproduce a class lecture by watching a saved sample provided by the instructor or by creating their own examples and experimenting with them. Ultimately it is our intention to provide animation building blocks that will allow instructors to create their own animations. However, the Working Group on Evaluating the Educational Impact of Visualization [16] reports that one reason instructors often do not use animations is that they do not have time to create their own. Hence we decided to initially concentrate on providing a set of our own animations with the tool.

The tool also currently includes a number of other features to aid an instructor or student. First, a property sheet allows an instructor to customize an animation for the textbook they are using or for their own teaching style. For example the pre-supplied captions can be edited and the names of the operations can be changed. This customization feature was added to address the concerns voiced by the visualization working group that animations were often not used because instructors could not customize the animations to the textbook they were using [16]. Second, the animations can be stepped through at the user's own pace and the animations can be reversed to return to a previous state.

The rest of this paper is organized as follows. Section 2 describes previous work. Sections 3-4 present an example interaction with the tool and a brief overview of its design and implementation. Finally the paper concludes with a discussion of potential future work and conclusions.

2. RELATED WORK
A great deal of work has been expended on creating various toolkits that allow instructors or students to either instrument code to produce an animation of an algorithm or else to write a script that produces an animation of an algorithm [15, 10, 26, 27, 4, 5, 22, 7, 8, 3, 23, 20, 1]. Our tool differs from these tools in that it produces data structures through sketching, not via a script or program. Another difference is that our tool provides captions that accompany the animation. One can also find animations of heaps on the web, such as [2]. However these animations tend to have more limited functionality than our tool, for example by hard-coding the values provided to the heap or only providing a limited set of operations, such as insert and extract max. There have also been studies that look at the effectiveness of animations. These studies imply that some type of active participation, rather than passive participation, is required to make the animations effective [24, 12, 6, 25, 18, 19,
They also imply that well designed illustrations that contain both explanatory text and graphics can improve students’ mastery of concepts, compared with purely textual instruction [13, 14, 17, 9, 11]. Our tool is meant to be used by instructors during interactive lecture sessions so while it is true that students can sit back and remain passive it is also true that students can actively participate and ask the professor to change values in the heap or change the structure of the heap and observe what happens as operations are performed. Additionally students can actively participate on their own by drawing their own example heaps and applying operations to these heaps. Finally we have incorporated a multi-view environment in our tool and plan to expand it in the future by allowing sound bites to be incorporated that describe the type of operation which is being performed.

3. AN EXAMPLE SESSION

In this section we will give a brief description of how a user can create and animate the operations on a MaxHeap. Figure 1 shows a sample screen shot of the tool. The tool has two modes, a construction mode for creating binary heaps and an operations mode for applying operations to the constructed heap.

A user can either sketch a binary heap or create one using the construction menu’s fast build option. To sketch a tree the user starts by clicking anywhere on the canvas to create the initial root node. The user then clicks and drags from the root node to start creating the nodes of the binary heap. Anytime that the user clicks on a node and then drags the mouse away from the node a new child is created, provided that the node does not already have two children. To keep the creation of binary heaps simple we decided to support only one style of sketching. To determine which style of sketching was most “natural” for people, we asked a number of instructors and students to quickly draw binary trees. The majority of individuals drew a node, then drew edges from the node and created new nodes at the end of the edges. Hence it was the style we adopted.

Once the nodes have been created, or even while nodes are being created, the user can select a node and enter a value. Hitting the enter key will cause a left to right, top to bottom traversal of nodes so that all the nodes can be given values without moving the mouse. At any time the user can select the beautify button and the tool will draw a nicely formatted version of the tree.

The second way to create a binary heap is to use the quick structure builder menu. It asks for the number of levels in the tree and an optional number of leaves for the bottom level. The user can also ask that the heap be populated with a set of random values selected from a user specified range. Initially the heap property will not be satisfied. Figure 1 shows an example of a heap created using the quick build feature.

3.1 Max Heapify

When the user finishes construction of the tree, the user can select Build Max Heap to enter Operations Mode. The sketching tool will first verify that the heap is structurally sound, namely that it is a complete binary tree except for the bottom level, and that the leaves of the bottom level are filled from left to right. If the user has created an incomplete tree, the sketching tool will draw “ghost” nodes that make the heap structurally sound. The ghost nodes appear as gray nodes with gray edges. A dialog box also appears asking the user if the user wishes to accept the ghost nodes. Accepting the ghost nodes causes the sketching tool to introduce the nodes to the structure as full nodes. Rejecting the ghost nodes leaves the ghost nodes in place and allows the user to connect them individually. Canceling the operation removes the ghost nodes. Selecting either of the latter two options will prevent the heapify operation from taking place. Ghost nodes are intended to aid in the rapid building of trees for instructors and to aid students by providing a visual representation of the structural state required to heapify a binary tree.

The heapify operation will also check to make sure that all nodes have a value and alert the user if one or more nodes is valueless.

Once the structure has been verified the sketching tool actually performs the heapify operation internally but does not yet reflect it on the screen. The user can press the Next button to start a step-by-step animation of the heapify process. The sketching tool brings the user’s attention to the bottom right-most node in the tree that has children by flashing the children. Simultaneously a caption appears explaining the purpose of this step, which is to find the larger of the two children. When the user is ready to proceed to the next step the user again presses the Next button and the sketching tool flashes the larger of the two children and the parent node. Again a caption appears explaining that heapify is comparing the two nodes to determine which one is the largest. A third press of the Next button will cause the two nodes to be swapped if the child is larger than the parent (Figure 2). If the two nodes do not need to be swapped then the animation proceeds to the comparison of the next two nodes in the heapify process. Using Next, the user can step through every step in the heapify process. At any time, the user can use the Previous button to step backwards through the heapify process. Using Play will cause the animation of the heapify operation to occur continuously until it is either completed or the user presses the pause button.

3.2 Operations on the Heapified Tree

Once the structure has been heapified, the user can select operations from the operations menu to operate on the heap. Currently the tool supports inserting a new value into the heap, removing the maximum value from the heap, deleting a selected node from the heap, and updating the value of a node in the heap. As with the heapify operation, when the user selects an operation the sketching tool performs the operation internally and then allows the user to press the animation controls to control the animation of the operation.

3.3 Exiting Operations Mode

The user can return to sketching mode by either using the Exit Op Mode button or resetting the structure. Resetting the structure will return it to its original, un-heapified state. To return to Operations Mode, Build Max Heap must be used again. Repeating the heapify operation ensures that the heap is still structurally sound.

3.4 Editing Properties

A pop-up property sheet allows various aspects of a heap to be customized. For example, the names of the operations can be changed to match those found in the instructor’s textbook. Thus an instructor could change the “Extract Heap” operation to read “deleteMax” instead. Similarly a property allows the heap to be treated as either a min or max heap.

4. DESIGN AND IMPLEMENTATION

The sketching tool is written in Java and is currently written as a stand alone application. Its class structure is designed to be easily extensible so as to allow new data structures to be rapidly added to the tool in the future. The class hierarchy used to build, modify, and animate a data structure are described below.

4.1 The Structure Class
Figure 1: A screenshot taken of a binary heap that has been created using the quick structure builder. As requested by the user, the binary heap contains three levels, with three leaves on the bottom level, and the heap has been populated with random values between 32 and 64.

Figure 2: A screenshot taken while 61 is being promoted to a parent during the heapify operation.
The structure class is the abstract base class for all data structures used by the sketching tool. Our initial goal is to allow the rapid sketching of node and edge based structures, such as trees, lists and graphs, so the structure class declares methods for creating and deleting nodes, directing how nodes are connected with edges, and specifying “wellformedness” rules for the structure. Additionally it holds the animation event queue, which will be described later. As an example, a binary tree extends the structure class by providing wellformedness rules that allow only two children for each parent and that establish a root node. Our Max-Heap data structure extends binary tree and provides functions to heapify, extract the max node, insert or delete nodes, and update the priority of existing nodes. Max-Heap’s functions generate structure events and populate the structure’s animation event queue. Max-Heap adds the additional wellformedness rule that the binary tree must be complete except for the bottom level.

4.2 The Structure Event Class

The structure event class provides a base class for animating objects in a data structure. Each class that extends the structure event class needs to provide methods for doing both an animation and reverse animation (i.e., restoring a data structure to its previous state). Additionally, an event class can provide an optional caption to be displayed when the event is executed. The caption should describe the sub-operation being performed (e.g., compare or swap). Operations such as heapify or insert-node generate the appropriate set of animation events and store them on the animation queue provided by the structure class. These events are then popped off or pushed onto the animation queue by the next, previous, and play buttons. Our max heap data structure makes extensive use of compare and swap events. These events can also be used by other data structures, such as a linked list data structure that is currently under development.

4.3 The Node and Edge Class

These abstract classes exist to implement the individual elements of the structure class and they include the unique attributes of the structure. For example, with a binary tree the classes are extended to binaryNode and binaryEdge respectively. binaryNode has a pointer to a parent and to two children. binaryEdge provides an unweighted edge that connects two nodes. Abstract draw methods available for node and edge allow their subclasses to draw each component and respond to any commands issued by the data structure.

5. FUTURE WORK

At the suggestion of one of our instructors we are currently adding an array at the bottom of the graphics window so that users can see how the array implementation of a heap looks. At a higher level we would ultimately like to allow instructors to be able to sketch a wide variety of data structures, including arrays, lists, trees, and graphs, and provide appropriate sets of operations for manipulating these data structures. We would also like to expose the lower level animation events, such as swap and compare, so that instructors can assign homework problems that students can solve by producing their own animations. Finally we would like to provide an area for displaying pseudo-code or source code and highlighting the statements in the code that would be executed to produce the effects being shown in the graphics window. Finally we plan to start using this tool in the classroom to gain feedback from students and instructors as to its effectiveness and usability.

6. CONCLUSIONS

The sketching tool described in this paper provides an interactive, fast, and educational way of both presenting and learning about binary heaps. It can be used in lectures, individual discussions with students, or by students themselves to quickly create custom heaps and to experiment with the effects that operations have on these heaps. The use of captions and animations allow the students or instructors to move through the operations in a step-by-step fashion with an explanation provided at each step as to what is happening. It is hoped that the use of this tool in the classroom can alleviate the difficulties that students often have in taking notes when instructors are rapidly changing diagrams since the students will be able to experiment with the diagrams themselves and at their own pace once class is over.
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