CHAPTER 8

Synplify DSP FPGA Tutorial

This tutorial gives you a quick introduction to working with the Synplify® DSP
software for FPGA technologies. It shows you how the Synplify DSP product
bridges the technology gap between MathWorks Simulink and the FPGA
synthesis product line from Synopsys.

The following topics first describe the flow and then describe the stages in the
Synplify DSP FPGA tutorial:

Tutorial Design Flow, on page 8-2

Create Algorithm Models, on page 8-3

Set up for Verification, on page 8-11

Analyze and Simulate, on page 8-15

Synthesize Optimized Architectures, on page 8-24
Verify RTL, on page 8-29

Run Logic Synthesis, on page 8-29

Refine Optimizations, on page 8-31
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Tutorial Design Flow

Tutorial Design Flow

8-2

This tutorial follows the flow for an FPGA DSP design, from algorithm concept

to FPGA implementation, using the Synplify DSP software and the Synplify

Pro software for synthesis. The tutorial follows an example that has already

been set up, describing the steps along the way. It is created for the FPGA
Actel, Altera, Lattice, and Xilinx technologies. If you are targeting another

FPGA vendor, you can follow the sequence of the flow to familiarize yourself

with it.

Create Algorithm Models

Set up for Verification

Analyze and Simulate

Explore Quantization
Effects

Synthesize Optimized
Architectures

Verify RTL

Run Logic Synthesis

Refine Optimizations

ALGORITHM MODELLING AND VERIFICATION

Define the design that needs to be implemented,
the interface, and a test infrastructure.

Add stimuli and analysis components.

Verify that the model works, while ignoring finite
word length effects.

Define and simulate the fixed-point characteristics
of the algorithm; analyze overflow effects.

DSP SYNTHESIS

Determine a good optimization strategy based on
area and physical performance requirements.

Perform regression verification checks of the RTL
created in the previous step.

LOGIC SYNTHESIS

Use Synplify Pro to synthesize the RTL created
with Synplify DSP.

Fine-tune optimizations, based on area and
physical performance requirements.
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Create Algorithm Models

The design used in this tutorial is a simple, low-pass FIR filter. In this design
capture stage, you use Synplify DSP blocks to capture the functionality that

must be implemented in FPGA hardware. To capture a Synplify DSP design,

there are two simple rules:

* The design must be bounded by Synplify DSP blocks. It must have a
Synplify DSP Port In block for each input and a Synplify DSP Port Out
block for each output.

* Use the Synplify DSP blockset to implement your algorithm behavior.
Any functionality that is to be implemented in hardware must be instan-
tiated from the Synplify DSP blockset.

This section describes these stages:
¢ Start the Demo Tutorial, on page 8-3
* Add Port In and Port Out Blocks, on page 8-5
¢ Add the FIR Block, on page 8-7

Start the Demo Tutorial

This tutorial uses the FIR example from the demos directory. The example has
already been set up, so the tutorial describes the steps that are automatically
implemented in the example.

To follow along and open this example, do the following:
1. Start the demo tutorial:
— From the MATLAB window, select Help->Demos.

— Go to Synplify DSP->Tutorials
— Double-click FIR Tutorial.
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2. If required, specify the path to the Synplify Pro executable in the dialog
box that opens.

Synplify Pro Executable K E3
Look in: | £ demas x| = & ok EE-
|)exarmples
|2 bkl
| bukorials
File narme: whplify Open I
Files of type: Ix_e:-:e j Cancel |

The tutorial looks for the Synplify Pro executable in the default installa-
tion folder. You only need to specify the path to the executable if it does
not find it at the default location.

3. Select the FPGA target architecture when you are prompted.

This tutorial follows an Actel target, and the dialog box settings and
examples reflect this. If you choose one of the other three vendors, some
settings might be different. You can still run through the sequence in
the tutorial and get comfortable with the design flow, even if you are not
using any of these four vendors.

) Target =] B

Select a target

QK I Cancel |

The demo tutorial opens with two windows.

8-4 Synplify DSP User Guide, February 2009



Create Algorithm Models Synplify DSP FPGA Tutorial

Add Port In and Port Out Blocks

When you start the demo, two windows open:
* The model window with the first screen of the demo tutorial

* A dialog box for port parameters

The following describes the sequence of steps that was run automatically. If
you are working on your own design, you would do these steps manually.

1. The demo first instantiates the Synplify DSP Port In and Port Out blocks
from the Synplify DSP Ports & Subsystems library.

E!Lihrary: syndsplibva ==

File Edit Wiew Format Help

Syriplify DSP Blockset w3
(=] 2008 Synplicity, Inc.

= | e |

SynDEFTool SymFizxPtTool DSF Basics rt= & Subzystems

N~ ™ I P

Sources Filtering Transforms Signal Dperations

Math Functions termories Corntrol Logic }
B < > [3

" ¥
" Jl
(= 1
2% '
Comrunications SynCoSimTool

The model window shows the Synplify DSP Port In and Port Out blocks
instantiated as X and y, respectively. Putting in these blocks satisfies the
first rule for Synplify DSP design (see Create Algorithm Models, on

page 8-3), which is to bound the design with these two blocks.

Synplify DSP User Guide, February 2009 8-5



Synplify DSP FPGA Tutorial Create Algorithm Models

2. Set parameters for the Port In block.

The parameters that were set automatically are displayed in the open
dialog box. Notice the settings for Word length and Sample time as displayed
in the dialog box. The value of the settings might vary slightly,
depending on the FPGA technology you selected. The following figure
shows the Actel parameters.

=] Function Block Parameters: x B3

— Synplify DSP Part In [maszk] [link]

The Fart In block defines an input to the DSP design to be implemented in RTL.
Each input to the sustem implemented by Spnplify DSP blockset must be defined
through a Port In inztance.

— Parameter
Word length

|8

Fraction length

jo

Data t_l,.lpelsigned ;I

Sample time [Uze -1 to inherit)
|1/100000000

[ Caphure test vectaors for RTL Test bench
¥ Fiegister input

[T Output saturate on overlow [wrap if not selected)

v Output round towards nearsst on underflow [truncate if not selected)

QK. I Cancel Help Anply

3. Go to the next screen.

— Close the dialog box.

— Double-click Next in the model window to go to the next stage of the
design, which is to add the FIR block.

NEXT
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Add the FIR Block

When you double-click Next, three things happen:
* The model window is updated to include new blocks, including the FIR.
* A dialog box opens with parameters for the FIR.

* A FIR specification toolbox window opens.
The following describes these steps that the demo runs automatically.

1. The demo automatically instantiates the following blocks:

— The FIR block from the Synplify DSP DSP Flltering library, which it
names FIR Low Pass Filter.

— The Synplify DSP FDATool block, which it renames FIR Specification.

-

FIR Specification

a1

> E1 —e oy —PZEI 5
W

z

B FIR
Lo Pass Flrer

2. The demo sets parameters for the FIR Low Pass Filter block. In particular,
note the following settings:

Coefficients The syn_get_coefficients function in this field specifies
that the tool use the coefficients set in the FIR
Specification (FDATool) block. Alternatively you can use
a MATLAB vector variable.

Coefficient word length  This sets the precision of the coefficient quantization.

Data path format and  This selects the precision of the internal format.
Output format
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Create Algorithm Models

8-8

[ZFunction Block Parameters: FIR E

— Synplify DSP FIR [maszk] (link]
The FIR black iz a finite impulse rezponze [FIR] filker.

— Parameter

Coefficients

Is_l,ln_get_coefs['FIH Specification’]

Coefficient fraction length

g

Coefficient loundinglNealest ;I
™ Show impact of coefficient quantization

[ata path quantization ruIeIAIgorithmic Full Precizsion LI
Output quantization ruIeIFuII Precizion LI
[ Reset port

™ Enable port

QK. I Cancel Help Spply

3. Next, the demo defines the FIR coefficients with the FIR Specification

(FDATool) block and the MathWorks Filter Design and Analysis Tool. Note the

following settings in the MathWorks tool window:
— Order: The default is 50.
— Frequency specifications wpass and wstop

— Magnitude specification: astop

This sets full-precision FIR coefficients. The FIR block quantizes these
coefficients. The FIR block icon reflects the settings, showing a 50th
order FIR filter with 51 taps, because the number of coefficients (taps)

specified was 50.
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<) Block Parameters: FIR Specification
File Edit Analysis Targets VYiew Window Help

J[=] B3

DeEdsR| 2RO0X|D|H|MNH 20 BLORE N

— Current Fitter Information

Structure:  Direct-Faorm FIR

Crcler: 50
Stable: Yes
Source; Desighed
Store Filter |

Fitter Manager ... |

— Magnitude Response (68)

Magnitude (HB)

fffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff

Freguency (kHz)

TV

e}
[

iz
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— Fitter Qrler

— Freguency Specifications

— Magnitude Specifications

— Response Type S
= |Lowpass vl " Specify order: E Urits: INormallzed (0to11 d Unitz: |dB d
 |Highpass - I

(% Minimum order FSOUU
{~ Bandpass Apass: FI
" Bandstop __ Optionz WHRSSS! |.2
Astop: ED
" |pitterentiatar - Denstty Factor: [ B
wstop, |.4

[ Design Method
IR IBuﬂerWDrth vl
= FIR IEquirippIe vl

Lesian Filter |

|Ready

4. To view the results, do the following:

— In the FIR parameters dialog box, click Show Impact of Quantization.
Another window opens and shows how the quantized coefficient
compares to the full coefficient.

The quantization of a signal is determined by the quantization
propagated from input signals. Each block in the Synplify DSP
blockset calculates the quantization of the outputs based on

block-specific rules and the quantization on the inputs. You can also
manage the quantization of a signal directly with a block cast
operation inside the block.
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— To view the propagation of parameters, select Format->Port/Signal
Displays in the model window, and enable the following to configure
the display: Sample Time Colors, Port Data Types, and Signal Dimensions.

-~

FIR Specification

a1
it =finld_En
R =
1
z z
% FIR ¥
Low Pass Flier

5. Go to the next screen by closing the dialog boxes and tool windows and
double-clicking Next in the model window.
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Set up for Verification

In this stage, the demo adds Simulink stimuli and analysis components to
the schematic to verify the model.

* Add Stimuli Components, on page 8-11
* Add Analysis Components, on page 8-12

Add Stimuli Components

The demo automatically runs the following steps.

1. It creates low and high frequency signals to the input (x) of the algorithm.
You see the following:

HEXT _\FFW
FIR Specification

doubl diuble it & =fixd
e £ v Ty e

Lo Frequency meFIRﬂrp ¥
a3 Flter

L J

[ e | LI

High Frequency Fized Point Management

Y

# Time y Time

— The demo automatically adds two instances of the
Simulink->Sources->Sine Wave block to the design schematic to generate
sine waves. The demo names them Low Frequency and High Frequency.

— It adds a Simulink->Math Operations->Sum block to the design. Note how
the blocks are connected to the x input.
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2.The demo than sets sine wave block parameters. Check the dialog boxes
of the Low Frequency and High Frequency blocks, and note the settings for
the following:

— Amplitude

— Frequency

3. Close the Low Frequency and High Frequency source blocks.

Add Analysis Components

By default, Simulink does not store the data and you must explicitly set up
scopes to store the data for subsequent plotting as described below.Set up
the design to store data and analyze the simulation results in the time
domain. For this tutorial, these steps have been run automatically, and the
model window shows the finished results.

1. The demo automatically adds two instances of the Simulink->Sinks->Scope
block for time domain analysis. The scopes are named X Time and y Time.
The model window shows the following:

NEXT M
FIR Specification
doubl double
Py

. 51 .
‘E ints P ‘ ¥ sfn-tg= @ .
Laww Frequenay FIR

¥

¥

Lo Pazs Fler

*&v’ double _ I:l | I:l

Ll
High Frequeney Fized Foint Management
= Time w Time

e .
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— Note how they are connected to the input and output of the FIR
instance.

2. The demo sets scope parameters. You can view the settings by doing the
following:

— Double-click the x Time scope to open the scope window. Click the
Parameters icon to open the x Time parameters dialog box. Note that Data
History->Limit data points to last has been disabled.

1| TR ......... ........ ......... e |- Limit data poirts to kast: ISDDD

[~ Save data to workspace

fatiakle pEe IScopeData

Fofrmet: IStructure seith tirme d

Tirme offset: 0

o | Cancell Help | Apply |

— Repeat the previous step for the y Time scope.

— Close the scope windows.

3. The demo automatically adds two instances of the Signal Processing

Blockset->Signal Processing Sinks->Spectrum Scope block for frequency
domain analysis.

— In the demo, the scopes are named X Frequency and y Frequency.

— Note how they are connected to the input and output of the FIR.
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NEXT M

FIR Specification

51
doubl double it sfind
Pv o [ i B S

Low Frequenay LWPFIRFIIE ¥
a5t FlIer

¥

Pv double ] n ]

High Frequeney Fized Foint Management

¥

= Time w Time

4. View the settings for the spectrum scopes.
— Double-click x Frequency and y Frequency.

— Note that the buffer size is set to accommodate a 128-word signal for
the FFT frame (Buffer Input is enabled, and Buffer size is set to 128). The
following shows the settings in the x Frequency dialog box.

8-14 Synplify DSP User Guide, February 2009



Analyze and Simulate Synplify DSP FPGA Tutorial

E! Sink Block Parameters: x Frequency E

Spectium Scope

Compute and digplay the perodogram of each input zignal. Hon-frame bazed inputs
to the block zhould uze the buffering option,

—Parameters

v Buffer input
Buffer size: |1 28

Buffer overlap: iE4

Window t_l,lpe:l Hann

Lol Lo

Window sampling:l Periodic
[~ Specify FFT length

Murmber of zpectral averages: |2

0K I Cancel Help Apply

S. Close the dialog boxes for the scopes.

Analyze and Simulate

1. The demo instantiates SynFixPtTool from the Synplify DSP Blockset to
manage fixed-point settings.

Note that the demo renames the block Fixed Point Management. This block
instantiates the library path. It lets you explore quantization by

overriding the different blocks in the design with floating-point settings
and events.

Synplify DSP User Guide, February 2009 8-15



Synplify DSP FPGA Tutorial

Analyze and Simulate

NEXT

¥

FIR Specification
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2. View the settings by double-clicking Fixed Point Management to open the
Simulink Fixed-Point Settings toolbox. This toolbox provides control over
the accuracy for individual levels or blocks in a hierarchy. Note the

following settings:

and so that the settings apply to all blocks.

Close the window.

Logging mode is set to Use local settings.

Data type override is set to Use local settings.

Select Current System is set to tutorial_fir, because this is a small design

Note: Overflow logging is only supported with MATLAB 2008A and
later; it is not supported with MATLAB 2007A or 2007B.

TheMATLAB interface varies, depending on which version you are using.
The following shows the relevant portion of the toolbox as it appears in

MATLAB 2007B:

8-16
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Hed-

oint Tool =] 3

Simulation  Wiew Tools  Results  Autoscaling  Help

Iodel Hierarchy | Corterts of:  tutorial_fir [zcl) Current System: tutorial_fir
- Wb tutorial_fir [sel)  Results setting
ENEXT I Mame I Stare rezults as:

PEIFIR Specification |asctive =l
ﬁx Frequency
i_&ly Frequency

Overwrite or merge results:

IDVE[WIilE j

= Simulation setting:

Loagging mode:

IUse local settings LI
Data type override:
IScaIed doubles j

Customize Contents — Autozcale fiked-paint block

¥ Current Properties Autoscale using
-~ Selection Properties IActNe LI

Percent safety margin [.g. 10 for 10%]:
Jo

=" |Propose fraction lengths

2'3 Apply accepted fraction lengths

Fiewvert Help Apply
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Analyze and Simulate

The following shows the MATLAB 2008A toolbox:

Fio  futosceling  Besuls  Srdation  Yiew  Jook  Help

250 B O
Piodel Heerarchy Conkanks of: Rutorial_fir* Current System: butorial_fir
— Whtutonal fr® Aitoscaling
e he =
iR Specficstion i) Pronass actioh lanois:
e Y Lﬁiwwrmmm
b Prequancy
Parcant: safisty mangin (e, 10 for 109
o
(] Ui S M i DesignidinMace ae ot avadable
Repls
i) Show sutoscale information for selectad reask
-:,._iiikmm Actrve s Raferere nesults
Ciaghomioe Conbents Srulation settens
i e oot Progens [ (2 | reun simnson snd stoen active reas
- Selaction Properties
Togang mods:
e bocal settings
Diata bype cvarride:
Lz bocal settings

Crverwrite or merge results:
Orvérwrite

. Click the right arrow in the toolbar of the model window to simulate the

design with the fixed-point settings.

You get the results shown below. The input scope (X Frequency) shows low
and high frequency spikes. For y Frequency, the high frequency has been
filtered.

@ 0 = E ) tutorial_fir/¥ Frequency M=l E3

8-18

4. Double-click x Time and y Time and view the waveforms.
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The input (x) scope shows a low-frequency signal superimposed on a
high-frequency carrier, and the output scope shows the filtered
low-frequency signal.

SHPLLL ABE| - S8 LPL HEE 7 -

5. Close the toolbox window and scopes, and double-click Next in the model
window.
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Explore Quantization Effects

The following describes how the demo analyzes quantization effects, using
floating-point simulation.

* Running Floating-Point Simulation, on page 8-20

* Analyzing the Impact of Quantization, on page 8-21

Running Floating-Point Simulation

When you click Next, the following are displayed:
* The Fixed-Point Settings toolbox reopens with new settings.

* The scopes reopen with new data.

The demo automatically overrides the fixed-point settings with the
floating-point format. Using floating-point settings ensures that simulation
validates the algorithm with full-accuracy calculations. The Synplify DSP tool
makes it easy to do this without changing your design by allowing the
Simulink floating-point override to propagate through the design subsystems
automatically. The following description describes how the demo overrides
the original settings with the floating-point format.

1. In the Fixed-Point Settings toolbox, note the following:
— Data type override is set to Scaled Doubles.

— Logging Mode is set to Overflow Only (MATLAB 2008A and 2008B only).
This mode is not supported in MATLAB 2007A or 2007B.

This removes quantization and lets you verify the algorithm. You can
use this technique to identify quantization effects. Logging the overflow
events also lets you explore the effects of quantization.

2. View the results.

— The demo shows the scope results after a full-accuracy simulation. It
runs full floating-point simulation, overriding the previous fixed-point
settings. The spectrum scope waveforms have one waveform
superimposed over the other. If the spectrum waveforms exceed the
graphs, use Axes->Autoscale to fit them.
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) tutorial_fir/x Frequency M= E3 2 tutorial_fir/'y Frequency M=l E3

£ .|

-l

— The demo shows the following result for the time domain scopes:.

SBLLH ABB| ~-

SE LPL HBE ~-

3. Double-click Next.

Analyzing the Impact of Quantization

When you double-click Next after the demo runs floating-point simulation, the
following changes occur:

* The FIR dialog box opens with new settings.
* The Fixed-Point Settings toolbox displays new settings.

* The input and output frequency scopes are updated with new data.
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* The input and output time scopes show new data.

At this point, the demo deliberately “breaks” the algorithm. This lets you see
the process used to analyze the effect of quantization and isolate any
problems that might occur. The following steps describe the process.

1. In the FIR dialog box, note the following changes:
— Coefficient fraction length is reduced.
— Output word length has changed.
— Output fraction length has changed.

These settings help isolate and analyze quantization problems by delib-
erately breaking the algorithm.

2. In the Fixed-Point Settings toolbox, note the following changes:

— Logging Mode is set to Overflow Only an d the amount of overflow is
logged. This mode is not supported in MATLAB 2007A or 2007B.

— Data type override is set to Use Local Settings.

3. Check the results.

— The time scopes show how the quantization affects the output.

EETEERE EEER EETEERE EEER

— The frequency scopes reflect similar results.
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The demo does this automatically and displays a window, customized
for the target technology you chose at the beginning of the tutorial. The
following figure shows the window with an Actel target.

) Synplify DSP ASIC M= B3
Help ~
Open Madel... | =
w || Synplify® DSP
Mew Implementstion... Model: CIDOCUME~TRITA~1 SYMLOCALE~1"Tempiayn_tut_fir_workitutorial _fir mel
Delete Implementation
Actel PA APADTS Std
S - |
FOLDIMG
RETIMIMNG
[~ Folding
I 1]
[~ | Pattern Folding
I 2
[~ Retiming
I 1]
™ Fixed Latency:
I~ | Advanced Timing Mode
[~ Multi-Channelizing
I 1]
[

It also shows three implementations (Baseline, Folding, and Retiming) it has
created. Each implementation explores different optimization strategies
for the same design and stores it in a separate implementation. The
implementation is a subdirectory, parallel with the .mdl file associated
with the design, and contains any files generated for that particular
implementation. The following steps describe the process that the demo
ran through automatically.

3. The demo first set up the implementation and implementation options.
You can review the steps by doing the following.

— Select BASELINE and then click Edit Implementation. If you were trying to
create a new implementation, you would click New Implementation.
Either of these actions opens the Implementation Options dialog box,
where you can set options specific to that implementation.

— Check the settings. The following shows the settings for the Actel
demo, so an Actel part and technology is selected on the Target Options
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) tutorial_fir /% Frequency M=] B3 ) tutorial_fir /¥ Frequency _ (O] x|

4. Plot and compare the waveforms. In MATLAB 2008A, you have to store
the signals as reference signals to compare them.

b i = ) Plot system: tutorial_Fir H =
e - |

Plot Signals | Plat Doubles ( Plat Bicth D cancel |

— Check the plotted waveforms.
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<) Plotting tutorial_fir outputs. M=l E3

40 T T T T T

30 | | i i i |

20

10

-10

_AD | | 1 1 1
]

5. Double-click Next.

Synthesize Optimized Architectures

For more information about the next stages in the flow, see the following:
* Run DSP Synthesis, on page 8-25

* Verify RTL, on page 8-29
The tutorial skips this optional step, but you can refer to Verifying the
RTL with a Test Bench, on page 2-76 for a detailed procedure.
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Run DSP Synthesis

When you double-click Next after exploring quantization effects, the demo
resets the fixed-point settings and runs synthesis. You see the following
changes:

¢ The model window now includes the SynDSPTool block.
¢ The Synplify DSP FPGA window (for DSP synthesis) is open.
* The Synplify Pro Ul (for logic synthesis) is open.

You manage optimization strategies with the SynDSPTool block. The following
steps describes how the demo instantiates and uses this block and then runs
DSP synthesis.

1. The model window shows an instance of the SynDSPTool block from the

top-level Synplify DSP library. In the demo, it is renamed Implementation
Management.

NEXT M

FIR Specification

51
Pv », » 5 pi o [

Lo Frequenoy 3 FIR ¥
Low Pazs Flter
v /> -
High Frequeney Fized Foint Management
—
oy

Implementation Management

2. Double-clicking Implementation Management opens the Synplify DSP FPGA
window.
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tab. The selected target is also reflected in the Synplify DSP window,
just above the implementations.

) Implementation Options =0 x|
Target Options  RTL Options | Design Options | Clock Reset Options
~  Implementation
fpaseLne
— Device
'endar IActe| - l I_ Use Read®rite conflict logic
attribute for RAM
Technalogy IAxceleraiUr vl
Part IAKZUDD - I
Speed Sl -
a3 Cancel Help

— Check the settings on the other tabs:
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Synthesize Optimized Architectures

Target Options | RTL Options | Design Options = Clock Reset Options

8-28

— RIL

[] Generate HDL

Generate Verilog

— Test Bench

[[] Generate RTL tes

Target Options | RTL Options | Design Options: | Clock Reset Options

Design Parameters

Flip Flop Reset Polarity

Flip Flop Reset Senstivity

Active High

Synchronoy

Target Options  RTL Options = Design Oplions | Clock Reset Options

Active High

Active High

Synchironous

— Click Cancel to close the dialog box.

— Return to the Synplify DSP window and note that no optimizations,
like retiming and folding, have been enabled for this implementation.

The other implementations have different settings, which we will
explore later. The details are described in Refine Optimizations, on
page 8-31.

4. Next, the demo automatically runs DSP synthesis and generates output
files. You do not need to do this because this has already been done, but
to replicate this step manually, you would select BASELINE in the
Synplify DSP window and click Run.

5. Click View Log in the Synplify DSP FPGA window to see a summary of the
DSP synthesis run. Close the log window.

The next step, to verify the RTL, is optional, and this tutorial does not do
this, but goes on to logic synthesis (Run Logic Synthesis, on page 8-29).
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Run Logic Synthesis
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2. View the implementation.

— Open the RTL view by clicking on the icon.
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Verify RTL

This is an optional step, and the demo does not include it. For a detailed
procedure for verifying the RTL, see Verifying the RTL with a Test Bench, on
page 2-76.

Run Logic Synthesis

After DSP synthesis, the demo automatically starts Synplify Pro and runs
logic synthesis on the design. It displays the Synplify Pro window with the
three implementations and their results. This section walks through the
procedure step-by-step, using the BASELINE implementation.

As a result of DSP synthesis, the following files are generated for logic
synthesis in the <design_implementation>/vhdl or verilog subdirectory:

File Description
<design>.sdc Synopsys FPGA Design Constraints generated for the design.
<design>.prj Synopsys Project File generated for the design.

<design>.vhd or .v The RTL associated with the design.

1. The demo automatically ran Synplify Pro. Examine the results of logic
synthesis for the BASELINE implementation by doing the following:

— In the Synplify Pro project window, select the BASELINE
implementation.

— Note that logic synthesis was run with the same FPGA target you
selected. This figure shows an Actel implementation.
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— Push down into the FIR module by clicking the LAd icon and
selecting the FIR. View the implemented architecture.

The structure reflects a transposed implementation of the FIR filter:
the input goes to different multipliers with each multiplier feeding two
different adders (this is a linear phase filter with symmetric
coefficients , and the identical coefficients share a multiplier). The
adders are registered and accumulated for the final result.

— Close the RTL view.

3. Return to the main Synplify Pro window and check the results summary
in the Log Watch window at the lower right. Compare the results to the
target frequency.

Note that the results documented here may vary from your results if you
used another target or another version of Synplify Pro. The other imple-
mentations in the demo illustrate how you can use Synplify DSP optimi-
zations to produce better logic synthesis results. See Refine Optimiza-
tions, on page 8-31for details.

Refine Optimizations

The demo uses the other implementations to illustrate optimization strate-
gies. In your design cycle, you can iterate with different implementations to
fine-tune your design or try out different options and strategies.
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This section describes the optimization strategies available and then walks
you through using some techniques to improve performance and area optimi-
zation in the tutorial design:

* Optimization Strategies, on page 8-32
¢ Using Retiming for Performance, on page 8-33

* Using Folding to Decrease Area, on page 8-34

Optimization Strategies

The Synplify DSP software offers the following optimization strategies:

* Retiming
Moves existing registers from non-critical to critical performance situa-
tions. Optional extra latency for the complete block adds extra register
resources for pipeline insertion. The tutorial illustrates this technique in
Using Retiming for Performance, on page 8-33.

* Multi-Channelization
Multiple data streams share hardware for area optimization. This
strategy requires the physical clock for the implementation to accommo-
date a clock rate equivalent to the sample rate of the individual data
streams multiplied by the number of streams sharing the hardware. The
tutorial does not illustrate this, but you can refer to Optimizing with
Multichannelization, on page 2-70.

¢ Folding
A single data stream shares hardware for area optimization. This
strategy requires the physical clock for the implementation to accommo-
date a clock rate equivalent to the sample rate of the data stream multi-
plied by the requested folding factor. Folding requires retiming (to bring
registers to the folding boundaries). The tutorial illustrates this
technique in Using Folding to Decrease Area, on page 8-34.
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Using Retiming for Performance

The following procedure shows you how the demo used retiming to improve
performance. It automatically created an implementation called RETIMNG

1. Return to the Synplify DSP window and select the RETIMNG
implementation.

2. Note the following:

— The RETIMING option is set. The following figure shows the Actel
implementation.

— Click View Log and check the file. You see that DSP synthesis was run
with this option on and the specified number of latency cycles.

Synplify® DSP

Mlodel, CODOCUME~1RITA~1 SYMLOCALS~1\Tempiayn_tut_fir_woarktutorial_fir mal

Open Model.. I

A
=
3

Meswy Implementstion. .. I

Delete Implementstion I

Actel Axcelerator AX2000 St
Edit Implemerntation. ..
- |BASELINE
gy Log FOLDING

[~ Folding

=

I~ Battern Folding

Toin Batter Freo: I 2

[ Fixed Latency
[~ Advanced Timing Mode

[~ Multi-Channelizing

=
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3. Go to the Synplify Pro view and select the Retiming implementation in
that window.

The window is updated with the relevant data after the logic synthesis
run for this implementation.

4. Check the following:

— Check the Log Watch window in the lower right. You see that timing
frequency has improved from the BASELINE implementation.

— When you examine the architecture in the RTL view (see Run Logic
Synthesis, on page 8-29 for details), you see that the structure still
reflects a direct-form, transposed implementation of the FIR filter.
The input of the filter and the outputs of the multipliers are now all
registered, and this results in improved timing performance.

Using Folding to Decrease Area

To deal with area challenges, use folding. Folding executes the hardware with
the physical clock running at a multiple of the sample clock.

1. Return to the Synplify DSP window and select the FOLDING
implementation. The following figure shows the Actel implementation.
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— When you check the Log Watch window in the lower right, you see that
the resources (number of cells) has been significantly reduced,
compared to the BASELINE and FOLDING implementations.

— When you examine the architecture in the RTL view (see Run Logic
Synthesis, on page 8-29 for details), you see that the structure still
reflects a direct-form, transposed implementation of the FIR filter, but
it now includes a counter, to manage the multiplexers over the
shared resources.

This illustrates how resources are shared and implemented efficiently by
the folding optimization. You can see the addressing logic for the coeffi-
cient ROM and the input RAM data storage. With this optimized archi-
tecture, not only does the design meet the target performance, but the
area is substantially reduced too.

Now that you have completed the tutorial, you are familiar with the
design flow, and can use Synplify DSP for your own designs.
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2. Note the following:

— The Retiming and Folding options are both enabled. Selecting Folding
automatically enables Retiming.

— Click View Log and check the file. You see that DSP synthesis was run
with a folding factor of 51. This specifies that the physical clock can
run 51 times faster than the sample clock to enable resource sharing.

3. Go to the Synplify Pro view and select the Folding implementation in that
window.

The window is updated with the relevant data after the logic synthesis
run for this implementation.

4. Check the following:
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